Tehtäväsetti 2

Joonas Kangaskoski, n3303

**Tehtävä 1.**

*// luodaan json filun sisällöstä interface*

interface Varoitus {

  id: number;

  city: string;

  created\_at: Date;

  updated\_at: Date;

}

*// tyypitetään muuttujat*

const haeVaroitukset = async (*vuosi*: number, *kaupunki*: string) => {

  const res = await fetch(

    `https://liukastumisvaroitus-api.beze.io/api/v1/warnings?filter=city:${*kaupunki*}`

  );

  if (!res.ok) {

    throw new Error();

  }

*// tyypitetään data*

  const data: Varoitus[] = await res.json();

  return data.filter((*w*) => new Date(*w*.created\_at).getFullYear() === *vuosi*);

};

haeVaroitukset(2020, 'Jyväskylä').then((*a*) => {

*a*.forEach((*b*) => {

    console.log(*b*.created\_at)

  })

*// otetaan kiinni errori*

}).catch((*err*: Error) => console.log(*err*.message))

**Tehtävä 2.**

interface Varoitus {

  id: number;

  city: string;

  created\_at: Date;

  updated\_at: Date;

}

const haeData = async <T>(*url*: string): Promise<T> => {

  const res = await fetch(*url*);

  if (!res.ok) {

    throw new Error();

  }

  return await res.json();

};

haeData<Varoitus[]>('https://liukastumisvaroitus-api.beze.io/api/v1/warnings/')

  .then((*a*) => {

*a*.forEach((*b*) => {

      console.log(*b*.created\_at + ': ' + *b*.city)

    })

*// otetaan kiinni errori*

  }).catch((*err*: Error) => console.log(*err*.message))

haeData<Varoitus>('https://liukastumisvaroitus-api.beze.io/api/v1/warnings/1')

  .then((*a*) => {

    console.log('Varoitus kaupunkiin ' + *a*.city + ' id:' + *a*.id)

  })

*// otetaan kiinni errori*

  .catch((*err*: Error) => console.log(*err*.message))

**Tehtävä 3.**

interface StarWars {

  name: string;

  height: string;

  mass: string;

  hair\_color: string;

  skin\_color: string;

  eye\_color: string;

  birth\_year: string;

  gender: string;

  homeworld: string;

  films?: (string)[] | null;

  species?: (null)[] | null;

  vehicles?: (string)[] | null;

  starships?: (string)[] | null;

  created: string;

  edited: string;

  url: string;

}

const getDataF = <T>(*url*: string): Promise<T> => {

  return fetch(*url*).then((*res*) => {

    if (!*res*.ok) {

      throw new Error();

    }

    return *res*.json();

  });

};

getDataF<StarWars>('https://swapi.dev/api/people/1')

  .then((*a*) => console.table(*a*))

  .catch((*err*: Error) => console.log(*err*.message))

**Tehtävä 4.**

class Laatikko<T> {

  private sisalto: T | null

  constructor(*arvo*?: T) {

    if (*arvo*) {

      this.sisalto = *arvo*

    } else {

      this.sisalto = null

    }

  }

*// tehdään metodit, laita korvaa olemassa olevan arvon x:llä, toinen tulostaa mitä laatikossa on ja asettaa null,*

*// viimeinen näyttää kurkkaa laatikkoon.*

  laita(*x*: T) {

    this.sisalto = *x*

  }

  ota() {

    console.log(this.sisalto)

    this.sisalto = null

  }

  katoSisalto() {

    console.log(this.sisalto)

  }

}

*// tehdään laatikko*

const boksi = new Laatikko()

*// laitetaan laatikkoon tavaraa, se voi olla tyypiltään mikä vaan.*

boksi.laita('karhu')

boksi.laita(10)

boksi.ota()

boksi.katoSisalto()

**Tehtävä 5.**

*// tyypitetään niin että argumentit voivat olla vain objekteja*

function yhdistaObjektit<T extends object, U extends object>(*a*: T, *b*: U) {

  return Object.assign(*a*, *b*)

}

const eka = {

  etunimi: 'Raipe',

  sukunimi: 'Helminen',

  postinumero: 40520

}

const toka = {

  oppilaitos: 'Jamk',

  kaupunki: 'Jyväskylä',

  opnumero: 832

}

const yhdistelma = yhdistaObjektit(eka, toka)

console.log(yhdistelma)

*// paluutyyppi on T & U eli molemmista objekteista sisällöt*

**Tehtävä 6.**

Tehtiin tunnilla. Debuggauksen pystyi tekemään joko visual codessa tai selaimessa chromen devtoolsseilla. Asetettiin koodiin haluttuun kohtaan breakpoint ja ajettiin koodia pykälä kerrallaan, seuraten miten halutut muuttujat muuttuivat.

**Tehtävä 7.**

*// kääritään ensimmäinen funktio nimiavaruuteen ja exportataan funktio*

namespace Kerroin {

  export function kertotaulu(*x*: number, *y*: number) {

    const kertsi: number[] = [];

    for (let i = 1; i <= *y*; i++) {

      kertsi.push(i \* *x*);

    }

    return kertsi;

  }

}

const kertotaulu = (*a*: number[]) => {

*a*.forEach((*luku*) => console.log(*luku*));

};

*// ajetaan toisella kertotaululla, käärityn kertotaulun tulos*

kertotaulu(Kerroin.kertotaulu(3, 4))

**Tehtävä 8. EXTRA**

*// kertsi.ts pitää sisällään Kerroin namespacen, tästä triple-slash viittaus*

namespace Kerroin {

  export function kertotaulu(*x*: number, *y*: number) {

    const kertsi: number[] = [];

    for (let i = 1; i <= *y*; i++) {

      kertsi.push(i \* *x*);

    }

    return kertsi;

  }

}

*// alempi 7 tehtävän funktio, viittaus kertsi namespace tiedostoon triple-slash*

*/// <reference path="./kertsi.ts" />*

const kertotaulu = (*a*: number[]) => {

*a*.forEach((*luku*) => console.log(*luku*));

};

*// ajetaan toisella kertotaululla, käärityn kertotaulun tulos*

kertotaulu(Kerroin.kertotaulu(3, 4))

tsconfig.json -tiedostoon outFile -kohtaan arvo "./build/index.js" ja kohtaan module arvo "amd".

**Tehtävä 9.**

*// app.js*

const readlineSync = require('readline-sync');

const ympyra = require('./ympyra');

let halkaisija;

do {

  do {

    const vastaus = readlineSync.question('Anna halkaisija metreissa? ');

    halkaisija = parseInt(vastaus);

  } while (

    typeof halkaisija !== 'number' ||

    isNaN(halkaisija) ||

    halkaisija < 1

  );

  console.log('Ympyrän kehä on ' + ympyra.keha(halkaisija) + 'm');

  console.log('Ympyrän pinta-ala on ' + ympyra.pinta(halkaisija) + 'm²');

} while (readlineSync.keyInYNStrict('Uudestaan '));

*// ympyra.js*

const PII = 3.14;

const ympyranKeha = (*halkaisija*) => {

  if (typeof *halkaisija* !== 'number' || isNaN(*halkaisija*)) {

    throw Error('Halkaisijan tulee olla numero!');

  }

  return PII \* *halkaisija*;

};

const pintaAla = (*halkaisija*) => {

  let sade = *halkaisija* / 2;

  return PII \* Math.pow(sade, 2);

};

module.exports = {

  keha: ympyranKeha,

  pinta: pintaAla,

};

**Tehtävä 10.**

*// vakiot.js*

*// luodaan vakioista oma moduuli*

const PII = 3.14;

const PUTOAMISKIIHTYVYYS = 9.81;

*// exportataan moduulista tietoa*

module.exports = {

  pii: PII,

  putoaminen: PUTOAMISKIIHTYVYYS,

};

*// ympyra.js*

*// otetaan vakiot moduulista käyttöön tietoa*

const vakiot = require('./vakiot.js');

const ympyranKeha = (*halkaisija*) => {

  if (typeof *halkaisija* !== 'number' || isNaN(*halkaisija*)) {

    throw Error('Halkaisijan tulee olla numero!');

  }

  return vakiot.pii \* *halkaisija*;

};

const pintaAla = (*halkaisija*) => {

  let sade = *halkaisija* / 2;

  return vakiot.pii \* Math.pow(sade, 2);

};

module.exports = {

  keha: ympyranKeha,

  pinta: pintaAla,

};

**Tehtävä 11.**

*// index.ts*

import { ympyranKeha, pintaAla } from "./ympyra.js";

*// testataan defaultilla.*

let halkaisija: number = 30;

console.log('Ympyrän kehä on ' + ympyranKeha(halkaisija) + 'm');

console.log('Ympyrän pinta-ala on ' + pintaAla(halkaisija) + 'm²');

*// ympyra.ts*

*// otetaan vakiot moduulista käyttöön tietoa*

import { PII, PutoamisKiihtyvyys } from './vakiot.js'

export const ympyranKeha = (*halkaisija*: number) => {

  if (typeof *halkaisija* !== 'number' || isNaN(*halkaisija*)) {

    throw Error('Halkaisijan tulee olla numero!');

  }

  return PII \* *halkaisija*;

};

export const pintaAla = (*halkaisija*: number) => {

  let sade = *halkaisija* / 2;

  return PII \* Math.pow(sade, 2);

};

export const putoamisVauhti = (*lahtoNopeus*: number) => {

  return *lahtoNopeus* \* PutoamisKiihtyvyys

}

*// vakiot.ts*

export const PII: number = 3.14;

export const PutoamisKiihtyvyys: number = 9.81;

**Tehtävä 12.**

*// index.ts*

*// importataan koko ympyra*

import Ympyra from "./ympyra.js";

*// testataan defaultilla.*

let halkaisija: number = 30;

console.log('Ympyrän kehä on ' + Ympyra.ympyranKeha(halkaisija) + 'm');

console.log('Ympyrän pinta-ala on ' + Ympyra.pintaAla(halkaisija) + 'm²');

*// ympyra.ts*

*// otetaan vakiot moduulista käyttöön tietoa*

import { PII, PutoamisKiihtyvyys } from './vakiot.js'

*// Tehdään luokka ympyrä ja laitetaan methodit staattisiksi*

export default class Ympyra {

  constructor() {

  }

  static ympyranKeha(*halkaisija*: number) {

    if (typeof *halkaisija* !== 'number' || isNaN(*halkaisija*)) {

      throw Error('Halkaisijan tulee olla numero!');

    }

    return PII \* *halkaisija*;

  };

  static pintaAla(*halkaisija*: number) {

    let sade = *halkaisija* / 2;

    return PII \* Math.pow(sade, 2);

  };

  static putoamisVauhti(*lahtoNopeus*: number) {

    return *lahtoNopeus* \* PutoamisKiihtyvyys

  }

}

**Tehtävä 13. EXTRA**

*// importataan kaikki lodashista*

import \_ from 'lodash'

*// kirjoitellaan pikku funktio*

function ekaKirjainIsolla(*teksti*: string) {

*// käännetään ensin lodashin avulla parametri pieniin kirjaimiin*

*teksti* = \_.toLower(*teksti*)

*// tulostellaan teksi jolloin joka sana alkaa isolla kirjaimella*

  console.log(\_.startCase(*teksti*))

}

const teksti =

  'Just sit right back hear the tale, \

Brendan’s gonna make, we cannot fail. \

We ain’t got three hours, it’ll take ten days. \

Born from scheme and self in a lispy haze.';

*// tulostus*

ekaKirjainIsolla(teksti)

![](data:image/png;base64,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)

**Tehtävä 14.**

function laskeTippi(*pros*: number) {

  return function (*y*: number) {

    return *pros* / 100 \* *y*

  }

}

*// luodaan muuttujat jotka onkin funktioita.*

const tip20 = laskeTippi(20)

const tip30 = laskeTippi(30)

*// tulostellaan*

console.log(`Lasku 100, tippi ${tip20(100)}`)

console.log(`Lasku 150, tippi ${tip20(150)}`)

console.log(`Lasku 100, tippi ${tip30(100)}`)

console.log(`Lasku 150, tippi ${tip30(150)}`)

**Tehtävä 15.**

const HP = (*healthStart*: number) => {

  let health = *healthStart*

*// palauttaa objektin, jossa kolme metodia.*

  return {

*// hetkinen hp*

    get() {

      return health;

    },

*// iskuja potkuja hittiä damageee*

    hit(*x*: number) {

      health -= *x*

      return health

    },

*// hp lisää / parannus*

    revive(*y*: number) {

      return health += *y*

    }

  }

}

const player1HP = HP(100)

const player2HP = HP(100)

console.log(`Pelaaja 1 hp : ${player1HP.get()}`)

console.log(`Pelaaja 2 hp : ${player2HP.get()}`)

player2HP.hit(20)

console.log(`Pelaaja 2 ottaa hittiä parikymmentä ja hp sen jälkeen ${player2HP.get()}`)

player1HP.revive(20)

console.log(`Pelaaja 1 syö taikasienen ja saa lisähp eli  nyt hp ${player1HP.get()}`)

**EXTRA:**

*// luokkana*

class HP {

  constructor(private *health*: number) {

    this.health = *health*

  }

  get() {

    return this.health;

  }

  hit(*x*: number) {

    return this.health -= *x*

  }

  revive(*y*: number) {

    return this.health += *y*

  }

}

const player1HP = new HP(100)

const player2HP = new HP(100)

**Tehtävä 16. EXTRA**

**Tehtävä 17. EXTRA**

**Tehtävä 18.**

function fibonatsi(*n*: number): any {

  if (*n* == 0) {

    return 0

  }

  if (*n* == 1) {

    return 1

  }

  if (*n* > 1) {

    return fibonatsi(*n* - 1) + fibonatsi(*n* - 2);

  }

}

console.log(fibonatsi(10))

**Tehtävä 19. EXTRA**

**Tehtävä 20.**

const luvut = [50, -20, 100, 10, -100, 10, 30];

*// muunnetaan käsiteltävä luku positiiviseksi math.abs() avulla,*

*// palauttaa absoluuttisen arvon.*

const summa = luvut.reduce((*tulos*, *luku*) => *tulos* + Math.abs(*luku*), 0)

console.log(summa)

**Tehtävä 21.**

const luvut = [50, -20, 100, 10, -100, 10, 30];

const summa = luvut.reduce((*tulos*, *luku*) => {

  if (*luku* > 0) {

    return *tulos* + *luku*

  } else {

    return *tulos*

  }

}, 0)

console.log(summa)

**Tehtävä 22.EXTRA**

**Tehtävä 23.**

const maxNro = 40;

const arvottavienLkm = 7;

const numerot: Set<number> = new Set()

for (let i = 1; i <= maxNro; i++) {

  numerot.add(i)

}

function arvoNumero(*n*: Set<number>) {

  const kaytettavatNumerot = Array.from(*n*)

  return kaytettavatNumerot[Math.floor(Math.random() \* kaytettavatNumerot.length)]

}

let tulos: number[] = []

let lisanumerot: number[] = []

for (let i = 1; i <= arvottavienLkm; i++) {

  const arvottu = arvoNumero(numerot)

  tulos.push(arvottu)

  tulos.sort((*a*, *b*) => *a* - *b*)

  numerot.delete(arvottu)

}

*// extrana lisänumerot*

for (let i = 1; i <= 3; i++) {

  const arvottu = arvoNumero(numerot)

  lisanumerot.push(arvottu)

  lisanumerot.sort((*a*, *b*) => *a* - *b*)

  numerot.delete(arvottu)

}

console.log(`Ja illan lottonumerot on: ${tulos}`)

console.log(`sekä lisänumerot: ${lisanumerot}`)

**Tehtävä 24.EXTRA**

**Tehtävä 25.**

const konffi = new Map([

  ['hakemisto', '/home'],

  ['tiedosto', 'muistio.txt']

])

*// luodaan funktiot*

const avattavaTiedosto = () => {

*// tarkistetaan löytyykö avain-arvo parit*

  if (konffi.has('hakemisto' && 'tiedosto')) {

    return `${konffi.get('hakemisto')}/${konffi.get('tiedosto')}`

  } else {

*// asetetaan uusi arvo ja palautetaan päivitettynä*

    konffi.set('tiedosto', 'uusi.txt')

    return `${konffi.get('hakemisto')}/${konffi.get('tiedosto')}`

  }

}

const asetaTiedosto = (*nimi*: string | null) => {

*// tarkistetaan mikä arvo löytyy*

  if (*nimi* === null) {

    konffi.delete('tiedosto')

  }

  else {

*// asetetaan uusi arvo*

    konffi.set('tiedosto', *nimi*)

  }

}

console.log(avattavaTiedosto())

asetaTiedosto('vanha.txt');

console.log(avattavaTiedosto());

asetaTiedosto(null);

console.log(avattavaTiedosto());

**Tehtävä 26.EXTRA**

**Tehtävä 27.EXTRA**

**Tehtävä 28.**

* Koen osaavani opintojakson asiat hyvin, ajoittain tietysti syviä ajatuksia. Asiat käytiin hyvin ja perusteellisesti läpi, ainakin tärkeimmät. Tehtävämäärä oli hyvä ja monipuolinen, plussaa siitä, että tunnilla tehtiin yhdessä osa tehtävistä. Setämiehellä aikaa kuluu uutta oppiessa aina runsaasti, reilusti yli tuon 80h. Ihan ei kaikkia materiaaleja keritty käymään läpi tunneilla, mutta osaahan nuo lukea.